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| 1. 实验目的   编写一个压缩软件，选择两种压缩算法（自选），将用户提交的文件实现压缩并提示用户压缩率并提示用户按压缩率高的算法压缩；该软件还可通过文件格式识别文件是否是本软件压缩并按压缩时的算法解压。   1. 实验内容   独立开发压缩软件 “ZIPPEIQ 1.3.0”，版权所有  实现支持三种压缩格式的文件压缩与解压缩：  ZippeiQ 1.3.0支持DEFLATE压缩格式：  使用Deflate算法，Deflate是同时使用了LZ77算法与哈夫曼编码（Huffman Coding）的一个无损数据压缩算法，gzip压缩格式的实现算法也是DEFLATE，只是在deflate格式上增加了文件头和文件尾  ZippeiQ 1.3.0支持LZ4压缩格式：  使用LZ4算法：LZ4是一种无损数据压缩算法，着重于压缩和解压缩速度更多  ZippeiQ 1.3.0支持SNAPPY压缩格式：  使用Snappy算法：Snappy（以前称Zippy）是Google基于LZ77的思路用C++语言编写的快速数据压缩与解压程序库，并在2011年开源。它的目标并非最大压缩率或与其他压缩程序库的兼容性，而是非常高的速度和合理的压缩率。   1. 实验步骤   zippeiQ 1.3.0共分为两块处理单元：  压缩算法计算单元（algorithm\_unit），和压缩解压缩时的文件检验，生成单元（process\_unit）    压缩算法计算单元（algorithm\_unit）中三种算法的实现：  DEFLATE算法实现：  jdk中对zlib压缩库提供了支持，压缩类Deflater和解压类Inflater，Deflater和Inflater都提供了native方法，直接使用jdk提供的压缩类Deflater和解压类Inflater，可以指定算法的压缩级别，这样你可以在压缩时间和输出文件大小上进行平衡。可选的级别有0（不压缩），以及1(快速压缩)到9（慢速压缩）,这里使用的是以速度为优先。  代码如下：  public class Deflate {  public static byte[] compress(byte input[]) {  ByteArrayOutputStream bos = new ByteArrayOutputStream();  Deflater compressor = new Deflater(1);  try {  compressor.setInput(input);  compressor.finish();  final byte[] buf = new byte[2048];  while (!compressor.finished()) {  int count = compressor.deflate(buf);  bos.write(buf, 0, count);  }  } finally {  compressor.end();  }  return bos.toByteArray();  }    public static byte[] uncompress(byte[] input) throws DataFormatException {  ByteArrayOutputStream bos = new ByteArrayOutputStream();  Inflater decompressor = new Inflater();  try {  decompressor.setInput(input);  final byte[] buf = new byte[2048];  while (!decompressor.finished()) {  int count = decompressor.inflate(buf);  bos.write(buf, 0, count);  }  } finally {  decompressor.end();  }  return bos.toByteArray();  }  压缩后文件扩展名为.deflate  LZ4算法实现：  maven引入第三方库：  <dependency>  <groupId>net.jpountz.lz4</groupId>  <artifactId>lz4</artifactId>  <version>1.3.0</version> </dependency>  具体代码实现：  public static byte[] compress(byte srcBytes[]) throws IOException {  LZ4Factory factory = LZ4Factory.*fastestInstance*();  ByteArrayOutputStream byteOutput = new ByteArrayOutputStream();  LZ4Compressor compressor = factory.fastCompressor();  LZ4BlockOutputStream compressedOutput = new LZ4BlockOutputStream(  byteOutput, 2048, compressor);  compressedOutput.write(srcBytes);  compressedOutput.close();  return byteOutput.toByteArray(); }  public static byte[] uncompress(byte[] bytes) throws IOException {  LZ4Factory factory = LZ4Factory.*fastestInstance*();  ByteArrayOutputStream baos = new ByteArrayOutputStream();  LZ4FastDecompressor decompresser = factory.fastDecompressor();  LZ4BlockInputStream lzis = new LZ4BlockInputStream(  new ByteArrayInputStream(bytes), decompresser);  int count;  byte[] buffer = new byte[2048];  while ((count = lzis.read(buffer)) != -1) {  baos.write(buffer, 0, count);  }  lzis.close();  return baos.toByteArray(); }  压缩后文件扩展名为.lz4  SNAPPY算法实现：  maven引入第三方库：  <dependency>  <groupId>org.xerial.snappy</groupId>  <artifactId>snappy-java</artifactId>  <version>1.1.2.5</version> </dependency>  具体代码实现：  public static byte[] compress(byte srcBytes[]) throws IOException {  return Snappy.*compress*(srcBytes); }  public static byte[] uncompress(byte[] bytes) throws IOException {  return Snappy.*uncompress*(bytes); }  压缩后文件扩展名为.snappy  实现自己的报错机制，创立类ParameterException，供软件运行时遇错抛出，代码如下：  public class ParameterException extends Exception {  String msg;  public ParameterException(String msg){  super(msg);  } }  **自行编写exe文件，代码过长，见./submit/zippeiQ，此处不多加赘述**  实现功能：  查看ZippeiQ 1.3.0支持的参数  查看ZippeiQ 1.3.0支持版本  快捷下载ZippeiQ 1.3.0相关依赖以开始运行  查看ZippeiQ 1.3.0为您的当前文件预计的压缩效率和时间，您可以通过ZippeiQ 1.3.0的推荐选择您想要的压缩格式  压缩当前文件，可选择压缩格式，以及是否显示压缩效率，时间  解压缩已压缩的文件，根据压缩后缀解压缩，可以选择是否显示解压缩时间  具体参数用法可在submit目录下使用命令./zippeiQ –H查看：  ../../../Desktop/屏幕快照%202019-06-02%20上午11.47.16.png   1. 实验分析   查看您电脑中当前的ZippeiQ 版本，执行压缩命令前在/submit目录下运行命令./zippeiQ -I 或者./zippeiQ –install下载相关依赖    能够实现file类型文件的压缩，如txt，word，jpg，png等  压缩前使用参数-P查看当前选择的文件在不同压缩算法下的压缩结果，以决定用那种方式进行压缩，此时不生成文件  ../../../Desktop/屏幕快照%202019-06-02%20下午1.46.38.png  压缩时可使用参数-R -T选择是否显示压缩时间，压缩效率，可以自行选择压缩格式（若用户不指明压缩格式，则默认选择压缩效率最高的压缩格式）,若反复压缩，则进行文件覆盖。  ../../../Desktop/屏幕快照%202019-06-02%20下午1.52.37.png  解压缩时zippeiQ 1.3.0自动按照后缀名选择对应的压缩算法解压缩，可使用参数-T选择是否显示解压缩时间    压缩找不到对应压缩格式，解压缩时找不到支持格式的解压缩算法会向用户报错，zippeiQ 1.3.0拥有自己的报错提示机制    相关限制：  zippeiQ 1.3.0 压缩（解压缩）后文件放在原文件同级目录下，命名格式为 原文件名+对应压缩算法的后缀，暂不支持自定义文件名及压缩路径  zippeiQ 1.3.0 暂不支持过大内存文件的压缩，如时长过长的mov文件以及帧数过多的ppt  zippeiQ 1.3.0 对pdf格式文件，短视频文件（如mov文件）压缩时间较长，且，压缩效率很低压缩此类文件时建议指明压缩算法，或者不建议进行此类文件的压缩  mov文件以最高效率压缩，压缩前后文件大小对比如下    zippeiQ 1.3.0 对以压缩格式文件（如rar文件）的二次压缩效率为零，且耗时较长  zippeiQ 1.3.0经过测试将压缩次数设定为2000，且暂不支持更改压缩次数  zippeiQ 1.3.0暂不支持查看压缩进度  三种算法的优劣的简单介绍：  deflate更关注压缩率，压缩和解压缩时间会更长； lz4以及snappy压缩算法，均已压缩速度为优先，压缩率会稍逊一筹。  测试：  目录/submit/testZone下有适宜大小的可用于测试的多种文件类型  2019/6/2 |